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Abstract
The Spoofax testing language provides a new approach to testing
domain-specific languages as they are developed. It allows test
cases to be written using fragments of the language under test,
providing full IDE support for writing test cases and supporting
tests for language syntax, semantics, and editor services.

Categories and Subject Descriptors D.2.5 [Software Engineer-
ing]: Testing and Debugging—Testing Tools; D.2.3 [Software En-
gineering]: Coding Tools and Techniques; D.2.6 [Software Engi-
neering]: Interactive Environments

General Terms Languages, Reliability

Keywords Testing, Test-Driven Development, Language Engi-
neering, Grammarware, Language Workbench, Domain-Specific
Language, Language Embedding, Compilers, Parsers

1. Domain-specific Language Engineering
Domain-specific languages (DSLs) provide high expressive power
focused on a particular problem domain. They provide linguistic
abstractions and specialized syntax specifically designed for a do-
main, allowing developers to avoid boilerplate code and low-level
implementation details.

The development of new DSLs comprises many tasks, ranging
from syntax definition to code generation to the construction of
an integrated development environment (IDE). The Spoofax lan-
guage workbench [2] combines meta-languages for syntax defini-
tion, transformations, analyses, and editor services to form com-
prehensive language definitions that can be used to generate full
interpreters, compilers, and IDE plugins.

2. Test-driven Language Development
In this demonstration we introduce the Spoofax testing language,
a language-parametric testing language [1]. The testing language
can be instantiated for a specific language under test, thereby in-
tegrating its syntax, semantics, and editor services into the testing
language. This allows language engineers to write test cases in the
language under test with full IDE support (Figure 1 (a, b)). The
testing language also provides primitives for specifying assertions
on tested fragments (Figure 1 (c)).

In this demonstration we show how tests can be used as the basis
for an incremental, test-driven approach to language engineering.
Test cases can be used to sketch and validate new syntax designs,

Copyright is held by the author/owner(s).
SPLASH’11 Companion, October 22–27, 2011, Portland, Oregon, USA.
ACM 978-1-4503-0940-0/11/10.

(a) Content completion for the language under test.

(b) Online evaluation of tests and error markers.

(c) Passing test case specifying negative test condition.

Figure 1. IDE support for test specifications.

through positive and negative test cases of small snippets written in
the language under test. As a language definition evolves, tests can
also be written for the semantics and editor services of the language
under test. Test cases can check whether static semantic constraints
hold (Figure 1 (c)), and can check the result of transformations
and code generation. For editor services, tests can check whether
hyperlinks resolve to the correct declaration, and whether services
such as content completion and refactorings deliver the expected
result.

Spoofax is an open source project and is publicly available at
http://spoofax.org/.
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